Verification of Java programs using networks of finite automata with discrete data.
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Abstract. In the paper we show that automatic verification of Java programs is feasible. In particular, we show that for a given Java program it is possible to build a network of Finite Automata with Discrete Data (FADDs) that models the behaviour of the program under consideration. Such a model enables to verify some interesting properties of the considered program by means of tools like Uppaal and VerICS.

1 Introduction

The model checking tools like VerICS [4] or Uppaal [1] accept a description of a network of finite automata with discrete data (FADDs) [7] as input. This FADD formalism is accurate enough to detect concurrency errors and yet abstract enough to make model checking tractable. So, in order to automatically verify Java programs one has to bridge the semantic gap between a non-finite-state system expressed as a Java source code, and those tools input languages. This requires the application of sophisticated transformation techniques, and one of such methods is shown in this paper; it has been implemented as a J2FADD module of the tool VerICS.

We illustrate our approach by presenting the automata models of the two well known solutions (written in Java) of the dining philosophers problem.
Dining Philosophers Problem (DPP)

In this section we show FADD models of the two well known solutions of DPP, and we model check it by means of the tools: Uppaal, VerICS. In particular, we search for deadlocks, which can be defined formally as follows [6]: A set of processes is deadlocked if each process in the set is waiting for an event that only another process in the set can cause.

FADDs are standard automata augmented to include integer variables over which standard arithmetic and Boolean expressions can be defined. These automata take as an input a set of initialised integer variables and a set of propositional variables, true at particular states.

2.1 Problem description

The description of the dining philosophers problem (DPP) we provide below is based on that in [3]. Consider $n$ ($n \geq 2$) philosophers. Each philosopher has a room in which he engages in his professional activity of thinking. There is also a common dining room, furnished with a circular table, surrounded by $n$ chairs, each labelled by the name of the philosopher who is to sit in it. On the left of each philosopher there is a fork, and in the centre stands a large bowl of spaghetti, which is constantly replenished. Whenever a philosopher eats he has to use both forks, the one on the left and the other on the right of his plate. A philosopher is expected to spend most of his time thinking,
but when he feels hungry, he goes to the dining room, sits down on his own chair, and picks up the fork on his left provided it is not used by the other philosopher. If the other philosopher uses it, he just has to wait until the fork is available. Then the philosopher tries pick up the fork on his right. When a philosopher has finished he puts down both his forks, exits dining-room and continues thinking.

2.2 Possible solutions

We have implemented a possible solution of the DPP problem that could lead to a deadlock (see Listing 1). The deadlock can happen, if every philosopher sits down on his own chair at the same time and picks up his left fork. Then all forks are locked and none of the philosophers can successfully pick up his right fork. As a result, every philosopher waits for his right fork that is currently being locked by his right neighbour, and hence a deadlock occurs. The results for the deadlock property are in Table 1.

<table>
<thead>
<tr>
<th>Tools</th>
<th>No. Ph</th>
<th>sec.</th>
<th>MB</th>
</tr>
</thead>
<tbody>
<tr>
<td>J2FADD + VerICS</td>
<td>5</td>
<td>12.217</td>
<td>279.2</td>
</tr>
<tr>
<td>J2FADD + Uppaal</td>
<td>60</td>
<td>1.16</td>
<td>41.9</td>
</tr>
</tbody>
</table>

Table 1: Dining Philosophers. Deadlock.

Assume now another solution for DPP (see Listing 2), where there is a lackey who ensures that at most \( n - 1 \) philosophers can be present in the dining room at the same time. This lackey ensures that no deadlock is possible (see Table 2 for the results).

<table>
<thead>
<tr>
<th>Tools</th>
<th>No. Ph</th>
<th>sec.</th>
<th>MB</th>
</tr>
</thead>
<tbody>
<tr>
<td>J2TADD + Uppaal</td>
<td>5</td>
<td>52.22</td>
<td>418.7</td>
</tr>
<tr>
<td>J2TADD + Uppaal</td>
<td>6</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>

Table 2: Dining Philosophers. Absence of deadlocks.

All of the experiments have been performed on a computer equipped with the processor Intel Core 2 Duo (2 GHz), 2 GB main memory and the operating system Linux.

2.3 Automata models for the solution without lackey

In this section we present an automata model for DPP with three philosophers (see Listing 1). The model consists of a network of the following six FADDs: one FADD for each Philosopher, and one FADD for each Fork. On Figure 2 we show an automaton for Philosopher \( p0 \), and on Figure 1 an automaton for the Fork \( fork0 \). The automata for philosophers \( p1 \) and \( p2 \) are analogous.
public class College3 {
    public static void main(String args []) {
        Fork fork0 = new Fork(false); Fork fork1 = new Fork(false);
        Fork fork2 = new Fork(false);
        Philosopher p0 = new Philosopher(0, fork0, fork1);
        Philosopher p1 = new Philosopher(1, fork1, fork2);
        Philosopher p2 = new Philosopher(2, fork2, fork0);
        (new Thread(p0)).start(); (new Thread(p1)).start();
        (new Thread(p2)).start();
    }
}

class Fork {
    private boolean unavailable;
    public Fork(boolean unavailable) {
        this.unavailable = unavailable;
    }
    public synchronized void acquire() {
        while (unavailable) {
            try {wait();} catch(InterruptedException e){}
        }
        unavailable = true;
    }
    public synchronized void release() { unavailable = false; notify();}
}
class Philosopher implements Runnable {
    private int nr;
    private Fork left, right;
    public Philosopher(int nr, Fork left, Fork right) {
        this.nr = nr; this.left = left; this.right = right;
    }
    public void run() {
        while (true) {
            left.acquire(); right.acquire();
            right.release(); left.release();
        }
    }
}

Listing 1: Java source code of DPP (3 Philosophers). The main class.

to that of Philosopher p0, and the automata for forks fork1 and fork2 are analogous to that of Fork fork0.

The automaton for a philosopher reflects the method run of the class Philosopher. Namely, the fragment consisting of the locations: v11, v12, v13, v10, v9, v14, v15, v16 reflects the instruction left.acquire(); the fragment consisting of the locations: v16, v17, v18, v8, v7, v19, v20, v21 reflects the instruction right.acquire(); the fragment consisting of the locations: v21, v22, v23, v24, v25 reflects the instruction right.release(); and the fragment consisting of the locations: v25, v26, v27, v28, v11 reflects the instruction left.release().

The automaton for a fork consists of two locations, operates as a binary semaphore, and implements critical sections.
public class CollegeSL {
    public static void main(String args []) {
        Fork f0 = new Fork(false); Fork f1 = new Fork(false);
        Fork f2 = new Fork(false); Lackey s = new Lackey(2);
        Philosopher p0 = new Philosopher (0, f0, f1, s);
        Philosopher p1 = new Philosopher (1, f1, f2, s);
        Philosopher p2 = new Philosopher (2, f2, f0, s);
        (new Thread(p0)).start(); (new Thread(p1)).start();
        (new Thread(p2)).start();
    }
}

class Fork {
    private boolean unavailable;
    public Fork (boolean unavailable) { this.unavailable = unavailable; }
    public synchronized void acquire () {
        while (unavailable) { try {wait();} catch (Exception e){} }
        unavailable = true;
    }
    public synchronized void release() { unavailable = false; notify(); }
}

class Lackey {
    private int m; private int max;
    public Lackey(int max) {this.max = max;}
    public synchronized void acquire () {
        while (m>= max) { try {wait();} catch (Exception e){} } ++m;
    }
    public synchronized void release () { --m; notify(); }
}

class Philosopher implements Runnable {
    private int nr; private Lackey s;
    private Fork left, right;
    public Philosopher (int nr, Fork left, Fork right, Lackey s) {
        this.nr = nr; this.s = s; this.left = left; this.right = right;
    }
    public void run () {
        while (true) {
            s.acquire(); left.acquire(); right.acquire();
            right.release(); left.release(); s.release();
        }
    }
}

Listing 2: Java source code of DPP (3 Philosophers). The main class.

2.4 Automata models for the solution with lackey

In this section we present an automata model for DPP with lackey and three philosophers (see Listing 2). The model consists of a network of the following seven FADDs: one FADD for each Philosopher, one FADD for each Fork, and one FADD for the Lackey. On Figure 4 we show an automaton for Philosopher $p_0$, and on Figure 3 automata for the Fork $fork_0$ and for the Lackey $s$. The automata for philosophers $p_1$ and $p_2$ are analogous to that of Philosopher $p_0$, and the automata for forks $fork_1$ and $fork_2$ are analogous
to that of Fork fork0.

The automaton for a philosopher reflects the method run of the class Philosopher. Namely, the fragment consisting of the locations: v15, v16, v17, v14, v13, v18, v19, v20 reflects the instruction s.acquire(); the fragment consisting of the locations: v20, v21, v22, v23, v11, v12, v24, v25 reflects the instruction left.acquire(); the fragment consisting of the locations: v25, v26, v27, v28, v10, v9, v29, v30 reflects the instruction right.acquire(); the fragment consisting of the locations: v30, v31, v32, v33, v34 reflects the instruction right.release(); the fragment consisting of the locations: v34, v35, v36, v37, v38 reflects the instruction left.release(); and the fragment consisting of the locations: v38, v39, v40, v41, v15 reflects the instruction
s.release().

The automaton for a fork consists of two locations, operates as a binary semaphore, and implements locking a fork. The automaton for a lackey consists of two locations, operates as a bounded semaphore, and implements locking the dining room.
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Figure 3:

3 Conclusions

In the paper we have shown that model checking of Java programs by means of tools *Uppaal* and *VerICS* that accept a description of a network of FADDS is feasible. We have presented the method using the dining philosophers problem, a classic multi-process synchronisation problem.

The experiments confirm that our approach provides a valuable aid for Java software verification.
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